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## It’s All About Functions

Some of the first statements made during this course were these:

* A Java program is essentially a collection of one or more classes.
  + Which are collections of functions and data.
* There must be a function named **main** and it must be in all lowercase.
* **main** is the program's starting point; it can call other functions by name.
* There must be *exactly* one function named **main** in every program.
* Functions, can also be called methods.

And the general form of a Java program was shown. (The parts in **bold** are the subject of this topic)

package imports

class declaration

{

data declaration (member fields)

**function definitions**

main function definition

}

Although we've actually only written one function so far (**main**), we've used others: System.out.println , Scanner.nextInt() These functions are in the Java standard library. These functions unlike main are not static, in this chapter we are going to cover static functions, non-static functions will be covered later.

A static function has the form:

**modifier static return\_type function\_name(formal\_parameters)**

**{**

**function\_body**

**}**

Explanations:

|  |  |
| --- | --- |
| **Function Part** | **Description** |
| modifier | The modifier specifies the accessibility of a function (public, private, or protected). For the sake of simplicity, all our functions will be public. all types of modifiers will be covered in more detail in a future chapter.  **NOTE:** If you do not specify a modifier it will default to private which is probably not the behavior you want most of the time. It is good practice to always specify a modifier as it makes your code clearer. |
| return\_type | This describes the type of the data that the function will return. Almost all data types are allowed to be returned from a function. If a function returns data, then the function can be used in an expression, otherwise, it can't. |
| function\_name | The name of the function. The name must start with either a \_ or a letter, and can only contain a-z, A-Z, 0-9, \_ |
| formal\_parameters | This is an optional comma-separated list of values that will be passed to the function. |
| function\_body | The body consists of all of the declarations and executable code for the function. If the function is defined to return a value, there must be at least one return statement in the body. (There can be multiple return statements.) |

Here's an example of a *user-defined* static function:

|  |
| --- |
| **public static float** average(**float** a, **float** b)  {  **return** (a + b) / 2.0f;  } |

The function above meets the requirements:

1. The function is named *average*.
2. It will return a value of type **float**.
3. It expects to be passed two values, both of type **float**. (Note that you can't do this for the parameters: **float** a, b)
4. Has a modifier

A complete program using our new function:

|  |  |
| --- | --- |
| **public class Main**  **{**  **public static float average(float a, float b)**  **{**  **return (a + b) / 2.0f;**  **}**  **public static void main(String[] args)**  **{**  **float x = 10.0f;**  **float y = 20.0f;**  **float ave = average(x,y);**  **System.out.println("Average of " + x + " and " + y + " is " + ave);**  **x = 7.0f;**  **y = 10.0f;**  **ave = average(x,y);**  **System.out.println("Average of " + x + " and " + y + " is " + ave);**  **}**  **}** | |
| **Output:** | Average of 10.0 and 20.0 is 15.0  Average of 7.0 and 10.0 is 8.5 |

Both the return value and the parameters are optional:

|  |  |  |
| --- | --- | --- |
| No Return and No Parameters | No Return and One Parameter | Return and No Parameters |
| public static void foo()  {  System.out.println(“Foo”);  } | Public static void bar(int one)  {  System.out.println(one);  } | public static float baz()  {  return 0.0f;  } |

For simplicity we are going to define all of our functions in our Main class (where our main function resides).

Calling the functions:

|  |
| --- |
| **public static void main(String[] args)**  **{**  **foo(); /\* No arguments, needs parentheses \*/**  **bar(5); /\* One argument\*/**  **float p = baz(); /\* No arguments \*/**  **p = baz; /\* Error, parentheses are required \*/**  **}** |

When calling these functions we are only using the name of the function. This is possible because all of the functions (main, Foo, Bar and Baz) are defined in the Main class.

|  |
| --- |
| **Full Code** |
| public class Main  {  public static void foo()  {  System.out.println("Foo");  }  public static void bar(int one)  {  System.out.println(one);  }  public static float baz()  {  return 0.0f;  }  public static void main(String[] args)  {  foo(); /\*no arguments, needs parentheses \*/  bar(5); /\* One argument\*/  float p = baz(); /\* No arguments \*/  }  } |

Common problems when first using functions

|  |  |
| --- | --- |
| **Example** | public class Main  {  public static float average(float a, float b)  {  return (a + b) / 2.0f;  }    public static void main(String[] args)  {  /\* Define some variables \*/  int i;  float f1, f2, f3, f4;  double d1, d2;  /\* Set some values \*/  f1 = 3.14F; f2 = 5.893F; f3 = 8.5F;  d1 = 3.14; d2 = 5.893;  /\* Fatal errors when these execute \*/  i = average(f1, f2);  f4 = average(d1, d2);  f4 = average(3.14, 9.1F);  f4 = average(f2);  f4 = average(f1, f2, f3);  }  } |
| **Compiler Errors** | Exception in thread "main" java.lang.Error: Unresolved compilation problems:  Type mismatch: cannot convert from float to int  The method average(float, float) in the type Main is not applicable for the arguments (double, double)  The method average(float, float) in the type Main is not applicable for the arguments (double, float)  The method average(float, float) in the type Main is not applicable for the arguments (float)  The method average(float, float) in the type Main is not applicable for the arguments (float, float, float)  at Main.main(Main.java:20) |

## Tracing Function Calls

What is the sequence of function calls made by the program below. Specify the function being called and its parameters.

|  |
| --- |
| public class Main  {  public static void fnB()  {  System.out.print("tied the room " );  }  public static void fnC()  {  System.out.println("together");  }  public static void fnA()  {  System.out.print("The rug really " );  fnB();  }  public static void fnD()  {  fnA();  fnC();  }  public static void main(String[] args)  {  fnD();  }  } |

The sequence is this:

main();

fnD();

fnA();

System.out.print("That rug really ");

fnB();

System.out.print("tied the room ");

fnC();

System.out.println("together");

What is the output of the program?

## Pass By Value

In Java, all function arguments that are **primitive** types (byte, short, int, long, float, double, boolean and char) are passed by value. In a nutshell, this means that any changes made to the parameters in the body of the function will not affect the values at the call site. Non-integral types are subtly different, and will be covered later. An example will clarify:

|  |  |
| --- | --- |
| **Example:** | public class Main  {  public static void fn(int x)  {  System.out.println("In fn, before assignments, x is " + x);  x = 10;  System.out.println("In fn, after assignments, x is " + x);  }  public static void main(String[] args)  {  int i;  i = 5;  System.out.println("Before call: i is " + i);  fn(i);  System.out.println("After call: i is " + i);  }  } |
| **Output:** | Before call: i is 5  In fn, before assignment, x is 5  In fn, after assignment, x is 10  After call: i is 5 |

A *copy* of the value is passed to the function, so any changes made are made to the copy, not the original value. Visually, the process looks something like this:

When main begins, i is undefined:
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Next statement, i is assigned a value:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMMAAABjCAIAAACpASMTAAAAAXNSR0IArs4c6QAABINJREFUeF7tncFR60AMhp9fCeHGpBj6gBZIDfSRKxy5his1UAPDjbSQp3maCcZx4l1b60jezwfGgc1v7a/PK2UnJM3hcPjDgQOTHfg7WQEBHPjvgKxJLEuwMNEBQahRjJqm+fr6mijH0+t04Pb2ViiiutWZfftZQ5K9p3UqQlKdebef9dwkSU21nwSKDhyYmyT6egdJLxLC3CQVmQSiDhzII0lrk/zUQ+PvPDxO6vj7dkU7PT/3dAfmEEKGA3n7ScrBsUKdPmz/qV3IZKQ+PJ7oeUeN2peROjdDR+4ndZLdm/s2LpfnCzpueJgaSF51S7xaZzWK+HotYsyJ2Sk0rAhJ7eZJqIq48ESMuRAiibJFSNLqFpShROMY1nGgCEkLcJnqlpvEOUgiK7lZiTi+CElS19qbSfQcEcnIjTlvPylXPe749I2MuHO0inzkfpLV5dFZmANFqtvCPGI6KQ5AUopLjBl2AJKGPWJEigOQlOISY4YdgKR+j9i5GGbn9wh2AbqOOdxHdY617gJAUg9J7+/vuXdkufF3d3chSKK6lWOgLmVIqivf5WZLdTOublKMOooTayXVrRz9fpU/Pj78Blc4MqqbpcH7/V7k7u/vZR06HpYXcKwFSZbJ+f7+FrnVamUpGkQLkiwTpWvSzc3NdruV/kaOeuodJFmSpFpPT08vLy96vtlsPj8/7a/hTxGSLHOiAAlJ2iQ9Pj7Kw7e3N8treNViF6CbGdn7n/i6va2omwJTBNkF8HrvEFcZB6hulr5ql22pGEcLkixzJTtJIvf6+qqieqLd0uIP+iTLPklepj08PHQUpzRJIkWftPibsGeC6/X6+flZVyY55GS321ViBGuS5ZpUAhrWpBKuounXATpuv7mJFRkkxcqX32ghyW9uYkUGSbHy5TdaSPKbm1iRsQvQswvgLYUh/ksJkrxhEy8ePj8pXs48R0yf5Dk7kWKDpEjZ8hwrJHnOTqTYIClStjzHCkmesxMpNkiKlC3PsUKS5+xEig2SImXLc6yQ5Dk7kWKDpEjZ8hzr1Uhy+MGgnvPkP7arkeTfGiLMcuBq7wVw/mVFvUum83d3ZCXecDCfonzJTOegG3IwXYp3lUz3EIUfB+iToMHGgVn7pE7z4bntGFHd2rPzPDUbcFoqV+6TRqTq1IKUrYRxSdXwstCHpINkqGmacY6PBtyEpNFXH3yiYtHx5HLMkARJg1z9DHB+A2TMxG4or93svERJypp8M1fc6lauTzrHBmtSb7d6ze93C5qSoGEXXTSpbpb2ipt6WIqG0mJnsidd54AYXJBmfv3rijRI6kmH7iR1eKp5vUlBdr6OezATDm/oxC2i3s2nFPeXMUb7pPlIWoZrvbOAJCGJ6mZDuMMF1WZiySqQlGzV+YFgJN5AkgFJSEASDJg5wJpkZmXlQpBUOQBm04ckMysrF4KkygEwmz4kmVlZuRAkVQ6A2fQhyczKyoUgqXIAzKYPSWZWVi4ESZUDYDZ9SDKzsnIhSKocALvpy3uU9B+VOHBgtAM/75kcLcETcUAd+AeMk+y+pFJ6fwAAAABJRU5ErkJggg==)

The function is called and a copy of the argument is made:
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The parameter, x, is assigned a value:

![](data:image/png;base64,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)

The function returns back to main and the original value is preserved:
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Thus we can modify the integral parameter without worrying that we will be changing something elsewhere in code.

|  |  |
| --- | --- |
| **while loop (with extra variable)** | **while loop (no extra variable)** |
| public static void sayHelloALot(int count)  {  int i = 0;  while( i < count )  {  System.out.println("Hello");  ++i;  }  } | public static void sayHelloALot(int count)  {  while(count > 0)  {  System.out.println("Hello");  count--;  }  } |

|  |
| --- |
| **List Of Primitive Types:** |
| byte |
| short |
| int |
| long |
| float |
| double |
| boolean |
| char |

We will cover String, and other Objects(instances of a class) later, their behavior is subtly different.

## Functions and Scope

What happens when we have a variable named A in two different functions? Does the compiler or program get confused?

|  |  |
| --- | --- |
| **void** fn1(**void**)  {  **int** A;  */\* statements \*/*  } | **void** fn2(**void**)  {  **int** A;  */\* statements \*/*  } |

Declaring/defining variables inside of a function makes them *local* to that function. No other function can see them or access them.

|  |  |
| --- | --- |
| **Example:**  **Each function contains its own "a" variable** | public class Main  {  public static int add3(int x, int y, int z)  {  int a = x + y + z;  return a;  }  public static int mult3(int x, int y, int z)  {  int a = x \* y \* z;  return a;  }  public static void main(String[] args)  {  int a = 2;  int b = 3;  int c = 4;  int d = add3(a,b,c);  int e = add3(a,b,c);  }  } |

**Technically, curly braces define a scope. This means that any time you have a pair of curly braces, a new scope is created. So, yes, this means that compound statements within loops (for, while, etc.) and conditionals (if, etc.) are in a different scope than the statements outside of the curly braces. More on scopes later...**

## The return Statement

We've already seen the return statement many times so far. It is used when we want to leave (i.e. *return* from) a function.

The general form is:

**return** *expression* **;**

* If the function is defined to return **void**, then *expression* is not provided.
* If the function is defined to return some value, then the type of *expression* must match (or be compatible with) the type specified.
* Must not make code inaccessible.
* A function can have several return statements. These functions all do the same thing:

These 3 functions below are equivalent:

|  |  |
| --- | --- |
| **Function 1:** | public static int compare1(int a, int b)  {  int value;  if(a > b)  {  value = 1;  }  else if( a < b)  {  value = -1;  }  else  {  value = 0;  }  return value;  } |

|  |  |
| --- | --- |
| **Function 2:** | public static int compare2(int a, int b)  {  if(a > b)  {  return 1;  }  else if(a < b)  {  return -1;  }  else  {  return 0;  }  } |

|  |  |
| --- | --- |
| **Function 3:** | public static int compare3(int a, int b)  {  if(a > b)  {  return 1;  }  if(a < b)  {  return -1;  }  return 0;  } |

These functions both have illegal return statements:

|  |  |
| --- | --- |
| **Function** | **Compiler Error** |
| public static int f1(int a, int b)  {  /\* statements \*/  /\* Illegal, must return an integer \*/  return;  } | **Main.java:8: error: missing return value**  **return;**  **^** |
| public static void f2(int a, int b)  {  /\* statements \*/  /\* Illegal, can't return anything \*/  return 0;  } | **Main.java:16: error: cannot return a value from function whose result type is void**  **return 0;**  **^** |

Additionally, unlike some other languages, you cannot hide code with a return statement. The following code is illegal:

|  |  |
| --- | --- |
| **Function** | public static void Foo()  {  System.out.println(“Foo”);  return;//Illegal there is code after this point, in the same block.  System.out.println(“You cannot reach me!”);  } |
| **Compiler Error** | **Main.java:12: error: unreachable statement**  **System.out.println("You cannot reach me!");** |

This limitation works on block scope thus the following is legal:

|  |
| --- |
| public static void Foo()  {  System.out.println("Foo");  int x = 4;  if(x > 2)  {  return;//Legal there is no code after this point in the block  }  System.out.println("You can reach me!");  } |

## Divide and Conquer

The main point of using functions is to break the program into smaller, more manageable pieces. The technique is called *Divide and Conquer* and can be visualized like this:

## 

The idea is that it will be easier to work individually on smaller parts of the whole problem, rather than try to solve the entire problem at once.

## More on Scope

The *scope* or *visibility* of an identifier is what determines in which parts of the program the identifier can be seen.

* We've seen function scope, where variables declared in function can be seen anywhere within the function that follows that point of declaration.

|  |  |
| --- | --- |
| **Example:** | public static foo()  {  int a = 0;  System.out.println(a);/\* Legal a was defined before we tried to use it \*/  System.out.println(b);/\* Illegal b was defined after this point \*/  int b = 2;  System.out.println(b);/\* Legal b was defined before this point \*/  } |

* This is a form of *block scope*, and is delimited by the curly braces.
* An identifier with block scope is visible from its point of declaration to the end of the block that encloses the declaration.
* Block scope is delimited by curly braces (e.g. in functions, compound statements, etc.)

This contrived example shows three different scopes. (The curly braces for each scope are highlighted.)

All statements are legal:

|  |
| --- |
| public static void f1(int param)/\*Scope of param starts here \*/  {  int a = 0;/\* Scope of a starts here \*/  int b = 0;/\* Scope of b starts here \*/  int c = 0;/\* Scope of c starts here \*/  while(a < 10)  {  int x = 0;/\* Scope of x starts here \*/  if(b == 5)  {  int p;/\* Scope of p starts here \*/  int q;/\* Scope of q starts here \*/  p = a; /\* Ok, both in scope \*/  q = x + param; /\*Ok, both in scope \*/  }/\* Scope of p and q ends here \*/  int y = 0;/\* Scope of y starts here \*/  x = a; /\*Ok, both in scope \*/  y = b; /\*Ok, both in scope \*/  }/\* Scope of x and y ends here \*/  }/\*Scope for a,b,c, and param ends here \*/ |

Some statements are not legal:

|  |
| --- |
| public static void f1(int param)/\*Scope of param starts here \*/  {  int a = 0;/\* Scope of a starts here \*/  int b = 0;/\* Scope of b starts here \*/  int c = 0;/\* Scope of c starts here \*/  while(a < 10)  {  int x = 0;/\* Scope of x starts here \*/  if(b == 5)  {  int p;/\* Scope of p starts here \*/  int q;/\* Scope of q starts here \*/  p = a; /\* Ok, both in scope \*/  q = x + param; /\*Ok, both in scope \*/  }/\* Scope of p and q ends here \*/  int y = 0;/\* Scope of y starts here \*/  x = p; /\*Error, p is not in scope \*/  y = q; /\*Error, q is not in scope \*/  }/\* Scope of x and y ends here \*/  a = x; /\*Error, x is not in scope \*/  b = p; /\* Error, p is not in scope \*/  }/\*Scope for a,b,c, and param ends here \*/ |

Notes about variables in block scope: (local variables)

* Variables that are not initialized by the programmer have undefined values.
* Variables declared within a block have *automatic storage*.
* This means that the memory required to hold the variable is allocated when the declaration/definition statement is encountered and is released (deallocated) when the variable goes out of scope (i.e. at the end of its block).
* Since memory is being allocated automatically for local variables, the declarations are also *definitions*.
* You cannot define a variable more than once (same name) in a block scope, or any scope started inside of that scope, the first block scope is the enclosing scope.

|  |
| --- |
| public static void f3(int param) /\* Scope of param starts here \*/  {  int a; /\* Scope of a starts here \*/  int param; /\* Error: param already defined in this scope \*/  int a; /\* Error: a already defined in this scope \*/  while (a < 10)  {  int a; /\* Illegal, overwrites a from enclosing scope\*/  int param; /\* Illegal, overwrites pram from enclosing scope \*/  int a; /\* Illegal, a already defined in this scope, and enclosing scope \*/  if (a == 2)  {  int a; /\* Illegal, overwrites a from enclosing scope\*/  int param; /\* Illegal, overwrites pram from enclosing scope \*/  }  }    for(int i = 0; i < 10; ++i)  {  a += i;  }/\* Scope of i ends here \*/    int i = 0;/\* Fine, the scope for the i in for loop was that loop\*/  } /\* Scope of a and param ends here \*/ |

## Function Overloading

Remember back to **System.out.println()**, we could pass any variable type and it would output its value to the console. How could this work?

From what we have seen we define a function that takes a certain set of parameters and only that set of parameters. However what happened if we had more than one version of the function differing by what values they take?

|  |  |
| --- | --- |
| **Example:** | public class Main  {  public static void printSquare(int i)  {  System.out.println("Squaring an int: " + i);  System.out.println(i \* i);  }  public static void printSquare(double d)  {  System.out.println("Squaring a double: " + d);  System.out.println(d \* d);  }  public static void main(String[] args)  {  printSquare(2);  printSquare(3.0);  }  } |

In this example two methods were defined both named **printSquare()**, however one takes an int and the other a double. This is possible because of a concept known as overloading. But first let’s look at the output of the program:

|  |  |
| --- | --- |
| **Output:** | Squaring an int: 2  4  Squaring a double: 3.0  9.0 |

We can see that indeed the int version was called when we passed an integer (1) and the double version was called when we passed a double(3.0). How is this possible?

Both functions share the same name however they do not have the same function signature.

A function signature is made of 3 parts, the return type, the function name, and the parameters. The access modifier is not part of the function signature.

The fact that the two functions differ in the type of parameters they take allows the compiler to tell them apart. Of course, you cannot have two methods that are named the same, with the same number and type of parameters.

**Note: The return type does not give the compiler enough information to differentiate between functions, that is why the following would be an error:**

|  |  |
| --- | --- |
| **Example:** | public class Main  {  public static void square(int i )  {  i \* i;  }  public static int square(int i)  {  return i \* i;  }  public static void main(String[] args)  {  square(2); /\*Which Version?\*/  }  } |
| **Compiler Error:** | Exception in thread "main" java.lang.Error: Unresolved compilation problems:  Duplicate method square(int) in type Main  Syntax error on token "\*", invalid AssignmentOperator  at Main.square(Main.java:4)  at Main.main(Main.java:16) |